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Abstract

Software problem resolution and change control processes are crucial for the perfor-

mance, safety, and regulatory clearance of a medical device. Software changes are

frequent throughout the whole life cycle of a product; therefore, iterative analysis

and risk assessment are necessary to determine the impact of changes on the whole

system. IEC standard 62304 clarifies software medical device life cycle processes

including problem and modification analysis and requirements. The aim of this work

is to describe a cost-effective and fully customizable solution for software medical

devices problem and modification management implemented in our group. Key fea-

tures of the problem and modification management related to the software life cycle

have been identified and taken into account. A digital commercial platform for soft-

ware development and maintenance has been identified and used to implement an

architecture satisfying the standard. The architecture solution (SWMA, software

maintenance architecture) has been successfully developed and a description of how

it addresses IEC 62304 standard requirements both in terms of problem resolution

and in terms of change control has been provided. The presented system can be use-

ful for manufacturers/groups to establish software maintenance plans that include

activities and tasks related to software problem resolution and change control pro-

cesses. The approach can be adopted for analyzing and resolving problems arising

before and after the release of a medical device.

K E YWORD S

change control, DevOps approach, IEC 62304 standard, medical device, software life cycle,
software problem resolution

1 | INTRODUCTION

The digital revolution has been impacting each field of medicine. Most of medical devices (MDs) are dependent on software for their processes

and controls as well as for their design and development. Recently, the development of medical device software (MDSW), as defined by the
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Guidance on Qualification and Classification of Software in Regulation (EU) 2017/745 – MDR,1 is increasingly helping physicians to make accu-

rate diagnosis and guide decisions, highlighting the high potential for innovation and improvement in the health care sector.

MDSWs play a relevant clinical role impacting on patients and operators, thus need to be highly regulated. In most countries, regulation

establishes criteria and requirements to be met for medical device software to be marketed.2 In particular, US Food and Drug Administration

(FDA) regulates the medical device sector in the United States,3 whereas the Medical Device Regulation (MDR 2017/745), in force from May

2021 postponed by 1 year due to the coronavirus pandemic,4 regulates the medical device sector in the EU countries replacing the previous

Directive 93/42/EEC5 and EU MDD (Medical Device Directive) 2007/47/EC.6

Medical device manufacturers marketed in the EU and European Economic Area must comply with the new MDR that focuses on continuous

clinical evaluation processes well-structured in procedures and documented with detailed report. Furthermore, processes and documentation

relating to post-market clinical follow-up evaluation, summary of safety and clinical performance, risk management, and post-market surveillance

must be organized according to the risk class of the device. The MDR establishes that the manufacturer must have specific procedures to confirm

compliance with the general safety and performance requirements.7 One of the changes introduced by the new regulation concerns the software

as a medical device sector. In particular, rule 11 makes the certification process clearer by classifying most of the medical software starting from

class IIa up to III.8 A “Medical Device Software” is a software intended by the manufacturer to be used, alone or in combination, for human beings,

including diagnosis, prevention, monitoring, prediction, prognosis, treatment, or alleviation of disease.1 In particular, a software is subject to MDR

if it performs operations on data other than storage or archiving and if these operations are for medical purposes and for the benefit of the

patient's health.2

International organizations (such as ISO - International Organization for Standardization), deliver a set of standards to guide medical device

manufacturers to meet complex regulatory requirements. An entity can use, to demonstrate to the regulatory authorities the safety and reliability

of its processes and products, the compliance with the standards related to its activity. A key standard describing processes and requirements for

a safe design and maintenance of the medical device software is the IEC 62304 Medical device software - Software life cycle processes9 publi-

shed by the International Electrotechnical Commission (IEC) and recognized by the FDA in USA as well. The requirements of IEC 62304 directly

relate to some of the requirements of other standards, for example, ISO 13485 concerning the quality management standard for medical devices,

the risk management standard ISO 14971, and the medical device usability standard IEC 62366-1.10 Furthermore, within the quality management

system an efficient documentation control must be provided for all the processes of the medical device life cycle, ranging from development to

maintenance and post-market activities,11 as specified by the new MDR that emphasizes the value of the interconnection between the docu-

mented management system, risk analysis, safety, and performance of medical devices.

IEC 62304 clarifies software life cycle processes for management, implementation, integration as well as problem and modification analysis.

Software problem resolution and change control processes are crucial for the performance, safety, and regulatory clearance of a medical device.

Changes are continuously implemented throughout the life cycle of a software, including new features or improvements that might impact on the

software use. Thus, iterative analysis and risk assessment are necessary to determine the effects of changes on the whole system.12

IEC 62304 explores the issue of problem resolution by specifying that for each problem encountered in the software life cycle, processes

must be activated to make decisions, take correct actions, assign tasks, and compile related documentation. To manage this complex network of

regulatory requirements and processes, new approaches can be useful, such as DevOps where development and operations are integrated activi-

ties to rapidly manage tasks, ensure quality and safety, control feedback, and reduce development time and costs thanks to digital tools and work-

flows.13

In this paper we propose a cost-effective, replicable and fully customizable solution for software medical devices problem and modification

management, based on a low-cost commercial software platform, that was implemented in our group in a spin-off project of the CNR Institute of

Clinical Physiology and University of Pisa (Quipu srl). In the subsequent sections, the adopted digital commercial platform, the implementation of

the architecture solution (SWMA) and how this can satisfy IEC 62304 standard requirements are presented.

1.1 | Empirical evaluation

The DevOps is considered a cultural approach able to provide greater collaboration and communication by aligning people, processes, and tools

with benefits, for example, for multidisciplinary teams involved in the entire life cycle of a product. Some DevOps tools* are commercially avail-

able, and companies can adopt them in order to increase time efficiency and to reduce time to market. DORA 2019 State of DevOps report14

shows that teams using DevOps tools and practices to build, test, and deliver software are able to release deliverables more frequently (208 times

more frequently and 106 times faster than low-performing teams), with higher quality and stability.

Regarding the literature related to the DevOps methodology, a need for more empirical studies in this area is reported.15 Hence, recent

papers investigated, by means of interviews or questionnaires, the use of the DevOps approach in software organizations16 and report as

*https://www.atlassian.com/devops.
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output that this methodology is increasingly in use for different goals related, for example, to reduce lead-time, improve problem-solving, and

feedback collection.17 In all cases, DevOps promotes communication and team collaboration thus helping to create bridges to overcome the

barriers between development and operations skills as well as to improve quality, safety, and effectiveness throughout the software

lifecycle.18

The perception reported in some cases was the lack of data relating to benefits, costs, and risks not sufficiently explored, and some organiza-

tions have introduced new employee role called DevOps Engineer to implement and monitor the DevOps methodology.17 Even more so it is nec-

essary to spread the use of low-cost tools and customizable implementations to improve task coordination, interoperability of the team, and thus

quality, traceability, and safety of the products to meet the challenges associated with iterative and continuous integration, development, deploy-

ment, test, track, and release phases for any software.

In our group, we experienced advantages thanks to the implementation of a DevOps approach mainly related to the maintenance of the

developed software and of its medical device file. A software is not a static system, it changes dynamically, and more than one software version is

released every year due to bug fixes and improvements, to meet new user needs and new cybersecurity requirements. One of the crucial issues

for the maintenance of software life cycle processes is tracking every action while keeping documentation up to date. This would be very complex

without the implemented architecture that allows tracking of all software changes and how they affect different aspects of the medical device file,

for example, in changing a requirement, a test to perform, the risk analysis, and user documentation. It would be difficult to manage the links

among all different aspects covered by the medical device file without the help of the developed architecture. In our team, this technology is ben-

eficial mainly for interoperability and traceability, that is, having tools to effectively track the changes on the affected releases is essential as well

as easily create and export the documentation updated for each version.

2 | METHODS

Key aspects of problems/modifications' management related to the software life cycle were identified and taken into account. These

include identification of a digital platform and requirements' identification based on available standards. A digital commercial platform for

software development and maintenance was identified to develop our customized architecture solution addressing medical device's

requirements.

2.1 | Digital platform used for the development of an architecture solution

Digital platforms for managing software development and maintenance, besides safety and security, need to take into consideration other users'

needs, ranging from planning of tasks to tracking of data processes to provide a heuristic management within the software life cycle; thus, funda-

mental requirements to be met are

• high customization

• possibility of integrating with other platforms

• cost-effective

Based on the three points above, our customized digital solution was implemented by using Jira (https://www.atlassian.com/software/jira), a

commercial software platform developed by Atlassian Corporation Plc (Sydney, Australia). Jira is a software development tool built to help teams

to manage their work in terms of planning, tasking, tracking, reporting, and team interaction bringing the advantage of managing all activities in an

integrated and smarter way, thus improving the organization of work.

The DevOps approach is the combination of software development practices and operations with the goal of optimizing product quality and

delivery to users. However, many companies find difficult to evaluate their performance in order to enhance them. Jira software allows to mea-

sure and improve organization's processes thanks to features that allow manufacturers to visualize and measure progress from idea through to

production, based on information and data on product distribution easily available providing elevated control and visibility in the company's

toolchain.19

2020 DevOps Trends Survey among 500 developers and IT decision makers reports that most of the respondents said DevOps had a direct

impact on business metrics but encountered barriers in their DevOps implementation. In this context, Jira software can be considered a useful

tool for manufacturers to support the implementation of DevOps approach in their company.20

This platform presents high degree of customization and configurability that can be exploited by internal expertise and know-how. Further-

more, Jira has an affordable cost and can be easily integrate with other platforms for a transversal tasks' management.
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2.1.1 | Documentation control and problem and modification management integration

Documentation control is a crucial point for the whole life cycle of a medical device including development, maintenance, post-market surveil-

lance, and control of records in order to ensure quality and safety. Furthermore, documentation management is a valuable control tool to ensure

continuous improvement and risk minimization as fundamental aspects of the medical device design and deployment.

Jira can connect with Confluence,† a commercial software platform developed by Atlassian Corporation Plc (Sydney, Australia) used by our

group for documentation control. A scheme for Jira and Confluence integration system is reported in Figure 1. Our group can rely on a structured

quality management system, which is relevant to design and develop medical software. Quality management system manages documentation and

records related to the key company's activities through a customized architecture based on Confluence, supporting features such as implementa-

tion, versioning, approval, secure access of documentation, and compliance with standards throughout the software life cycle.

Confluence–Jira integration in our system simplifies the management of the software development and maintenance processes because the

two applications work together from planning to execution of the activities with organized workflows and task tracking by integration of the doc-

umentation management. Our team members are in sync in all activities leading up to releases and updates, with a centralized space to organize

requirements, release notes, goals, and tasks to be done. These software platforms translate product requirements and user stories into specific

actionable features, thus simplifying context switching with direct links between documentation and related issues in Jira. Furthermore, Jira and

Confluence softwares help ease communication between development teams and non-technical stakeholders and bring the advantage of having a

single source of truth for software documentation. (https://www.atlassian.com/software/confluence/jira-integration).

2.2 | Requirements' identification

To fulfill the regulatory requirements for the analyzed processes, we referred to IEC 62304, the reference standard for software medical devices.

Compliance with this standard requires manufacturers to establish software maintenance processes that include problem and modification analy-

sis relating to feedback, verification of reported problems, and management and approval for implementing a modification option. Software prob-

lem resolution and change control processes are crucial for the performance, safety, or regulatory clearance of a medical device and are

mentioned in different points of the IEC 62304 standard (i.e., Clauses 5, 6, 8, and 9).

Moreover, as defined in Clauses 4.2 and 4.3, a software system is assigned by the manufacturer to safety class A, B, or C according to possi-

ble events on patients, operators, or other subjects involved resulting from a hazard connected to the software system. In particular, class A when

no injury or damage to health is possible, class B if non-serious injury is possible, and class C in case of death or serious injury is possible. Modifi-

cations control is crucial to manage the risk management process complying with regulation and international standards (i.e., ISO 14971).

†https://www.atlassian.com/software/confluence.

F IGURE 1 Jira and Confluence integration system and processes.
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A standard revision project proposes to extend the scope of IEC 62304 beyond medical devices to health software used to manage, preserve,

or improve people's health including cybersecurity issues in medical devices and health software.10 Regulatory cybersecurity guidance draft for

manufacturers of medical devices has been published in the United States.21 In EU, cybersecurity requirements are reported in Annex I of the

MDR,22 deal with both premarket and post-market aspects, with the aim to provide a basis for the development of recommendations and guid-

ance for medical device manufacturers as well as to manage cybersecurity risks and protect patient health information. This topic needs further

study and will not be covered in this paper.

The next sub-sections report a detailed description of the requirements' identification for the two key processes addressed within this work:

software problem resolution and change control.

2.2.1 | Software problem resolution process requirements

The main phases to be managed in the software problem resolution process are specified in Clause 9 of IEC 62304 standard. Due to its relevant

role in the development and maintenance cycle, this process is mentioned also in other relevant steps of the standard (Figure 2). The software

problem resolution process must be defined for handling problems detected in the software at each stage of the life cycle.

The software configuration management planning specifies when the manufacturer should use the problem resolution process to manage

anomalies, integration, and integration testing.

Problems can be discovered before or after release, inside the manufacturer's organization, or outside it. Manufacturers establish software

maintenance plans with activities and tasks for the use of the problem resolution process for analyzing and solving problems arising after release

of the product.

All the problems detected during the life cycle of the software medical device must follow a path of investigation and change control

that will be tested and recorded in problem reports including their resolution and verification. Problem reports are evaluated to determine

how they affect the safety of a released software product and whether a change to the released software product is needed to address

the problem.

With reference to point 9 of the IEC 62304 standard, the problem reports are classified according to the type (e.g., corrective, preventive, or

adaptive to new environment), scope (e.g., size of change, number of device models affected, and supported accessories affected), and criticality

regarding effect on performance, safety, security, or regulatory clearance of a medical device.

The manufacturer investigates the problem to assess the relevance to safety by referring to the software risk management process and docu-

ments the results, then creates a change request for actions needed to correct the problem, or documents the rationale for taking no action. The

manufacturer may also decide not to correct the problem if it is not relevant to safety.

The verification of software problem resolution will determine if the problem has been resolved, the problem report has been closed and

adverse trends reversed, as well as if additional problems have been introduced to correct a problem or implement a request.

After all testing is completed, the test documentation will include the outcomes, anomalies, software version tested, hardware and software

test configurations, relevant test tools, date tested, and identification of the tester.

It is particularly important to verify that the risk control measures integrated into the medical device are not negatively modified by a soft-

ware change. It is also crucial to assess the impact of a software change in terms of new hazards or modifications of risks' mitigation as this could

even change the software safety classification.

IEC 62304 standard discerns between software maintenance (Clause 6) and software problem resolution (Clause 9) processes. The core of

the software maintenance process is defined as the reception of feedback after release of the software product to ensure that safety-related

problem reports are addressed and reported to appropriate regulatory authorities and affected users. Moreover, the maintenance process pro-

vides that the implemented software is revalidated and re-released. On the other hand, the core of the software problem resolution process is

analyzing problem reports, deciding on changes and evaluating the consequences, then implementing and verifying the changes while maintaining

the consistency of the software configuration items including the risk management file. It follows that the software maintenance process uses the

operating software problem resolution process to analyze problems' report to produce changes' requests that identify the configuration items to

change and the verification steps.

2.2.2 | Change requests control requirements

Change request is a documented specification of a change to be made to a software product. As specified in Clause 6 of IEC 62304, the manufac-

turer evaluates each change request for its effect on the organization, released software products, and interfaced systems and decide on approval.

Due to its relevant role in the development and maintenance cycle, requirements related to change requests management are mentioned also in

other relevant steps of the standard.

MARTINA ET AL. 5 of 15
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F IGURE 2 Software problem resolution application within the life cycle processes of a software medical device according to the international
standard IEC 62304:2006.
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The manufacturer identifies the approved change requests and, if needed, informs users and regulators about the problems detected in the

software and the consequences of using the unmodified version and explains the type of changes and how to receive and install them.

The approved changes are implemented as specified in the change request with change control process entered into established maintenance

or software development process and the manufacturer releases the changes as part of a full re-release of the software or as a modification kit.

Within the changes' implementation, the manufacturer undertakes all the necessary actions to verify the changes including changes to the soft-

ware safety classification. The traceability of the changes is crucial, and it is achieved by means of an audit trail where each change request, rele-

vant problem report, and approval of the change request can be traced.

The manufacturer is responsible for controlling and documenting the activities and information relating to the change request. This activity is

necessary to avoid unauthorized or unintended changes to the software configuration items and to ensure the full implementation and verifica-

tion of the approved change requests. A change needs to be linked to an approved and documented change request.

All the described requirements, mentioned in Clauses 5, 6, 8, and 9 of IEC 62304, have been addressed, and the related implementations are

shown in the following section.

3 | RESULTS

3.1 | Developed architecture solution

The implemented solution SWMA based on Jira platform has been designed to fulfill the reference requirement both in terms of problem resolu-

tion and in terms of change control by addressing the activities described below.

3.1.1 | Inputs to the software problem resolution process

Sources of software problem reports may include

• anomalies detected during software development, internal testing, external testing or by the final user;

• software feedback evaluation; and

• non-conformity reports and/or customer complaints,

as summarized in Figure 3.

F IGURE 3 Inputs and outputs to software problem report.
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Problems detected from different sources and affecting the product shall be documented as “bug” issues in Jira (Figure 4), according to the

internal risk management procedure.

A responsible is identified for collecting and recording bugs during the software design and development and after the release. All feedback

recorded as bugs shall be evaluated to determine whether a problem exists in the software product, the deliverable, or activities.

3.1.2 | Bug issues

A bug issue can be in one of the statuses reported in the Table 1.

Once the bug has been reported, internally or externally to the organization, a bug issue is created (status OPEN), and tasks and sub-tasks are

assigned and performed within the team (status IN PROGRESS). When the software is implemented according to the bug issue, the status

F IGURE 4 Example of bug issue in Jira managing problem.

TABLE 1 Status and description of a bug issue.

Status Description

OPEN The bug has been recorded and must be investigated.

IN PROGRESS The bug has been investigated and its resolution is in implementation.

RESOLVED The bug resolution has been implemented and must be approved.

CLOSED The bug has been closed. It may be “Resolved” or “Unresolved” (Resolution field).

REOPENED The bug has been re-submitted.

8 of 15 MARTINA ET AL.
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F IGURE 5 Flow chart of a Jira bug issue.
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changes in RESOLVED. A series of tests are run to verify if the bug is fixed. If yes, the RESOLVED status is complete; however, crucial tasks

related to the bug issue are needed before closing it, for example, the creation of documentation. Furthermore, an automatic mechanism has been

implemented to not close the bug issue until all tasks are completed. If the tests fail, the bug issue's status changes to REOPENED for implemen-

tation (IN PROGRESS), then RESOLVED, and finally CLOSED.

Figure 5 shows a flowchart of the whole bug issue management.

3.1.3 | Bug recording

Once a software problem is collected, a new bug issue in Jira is created.

A bug issue contains the fields reported in the Table 2.

The bug issue can have sub-tasks that can be assigned and tracked individually. A sub-task can be created for an issue either to split the issue

into smaller chunks or to allow various aspects of an issue to be assigned to different people. The sub-task can be in one of the following statuses:

TO DO, the sub-task has been created; IN PROGRESS, the sub-task is in implementation; and DONE, the sub-task has been implemented. Bug

issues and their sub-tasks can have comments and/or attachments that document the activity.

3.1.4 | Investigate the problem

Each bug issue shall be evaluated to determine how it affects the safety and effectiveness of a released software product, according to the inter-

nal risk management procedure and which change to the software product is needed to address the problem. The scope of the change is evalu-

ated (software versions affected, resources, and time needed to fix the problem).

The responsible for maintenance process shall investigate the problem, check if it can be replicated, check which versions of the software are

affected, identify possible causes and identify a possible software change for the problem resolution. The bug issue is automatically reported in a

dedicated “change list” (Figure 6) that is periodically reviewed by the quality manager.

The bug issue is analyzed taking into account its impact on safety and effectiveness, and a decision is taken on the need for a further

investigation. The subsequent steps can be managed through a risk analysis, corrective or preventive action, non-conformity, communication

to third parties (such as competent authority), or other needed process. The outcome of the investigation (if any) is documented in the

“change list.” When required by the results of the investigation, the problem shall be managed also according to details reported in the

TABLE 2 Required field and description for each bug issue.

Field Description

ID ID of the bug issue

Project Name of the software project

Summary Short description of the bug

Description Detailed description of the bug

Priority Priority of the bug resolution among highest, high, medium, low, and lowest

Component/s Software component/s affected by the bug

Fix version Software version where the bug resolution is implemented

Reporter Who reported the bug

Assignee Who is responsible for the implementation of the bug resolution

Environment Environment (i.e., operating systems) where the bug is present

Affects version/s Software version where the bug was detected

Status According to the added workflow

Resolution Resolved or unresolved

Detected by Who detected the bug: internal user, external user, development, quality assurance

Detected by notes Notes regarding who detected the bug and who and when the bug registration was authorized

Related investigation Issue related investigation (no investigation, risk analysis, CAPA, third parties

communication, non-conformity, other)

Related investigation notes Notes regarding the related investigation
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internal procedure for post-market surveillance. All relevant parties shall be informed about (i) any problem in released software products and

the consequences of continued unchanged use and (ii) the nature of any available changes to released software products and how to obtain

and install the changes.

Once the bug has been investigated, a priority is assigned to the bug (among highest, high, medium, low, and lowest) according to the results

of the investigation. A version of the software for the implementation of the bug resolution can be also reported. The responsible for maintenance

process assigns the issue and in conjunction with the quality manager assign its sub-tasks (if any) to the staff members and move the issue to the

IN PROGRESS status, so that the implementation of the bug resolution can start. When required by the results of the investigation, the responsi-

ble for maintenance process shall give the highest priority and starts the problem resolution immediately. If required, an ad hoc release of the soft-

ware shall be programmed, where the bug is resolved.

3.1.5 | Software change implementation for the bug resolution

The software changes needed to solve the bug are implemented by the product design team. The assignee will be the person in charge for the

software implementation. Once the change is implemented, it undergoes a dedicated testing phase. For verifying the correct implementation, an

ad hoc test can be created and executed; alternatively, it is possible to execute an existing test from those available (the test execution shall be

linked to the Jira issue). Once the implemented issue is tested, if the test is successful, the assignee shall move the issue in the RESOLVED status

and the resolution field will be DONE. Otherwise, the assignee shall continue working on the issue until he or she obtains the expected result. If

the product design team decided not to proceed, the issue can be anyway moved in the RESOLVED status and the resolution field will be

WON'T DO.

3.1.6 | Software change approving

Once RESOLVED, if the resolution is DONE, the software change shall be

a. closed and integrated in the new version of the product;

b. properly documented in the technical documentation; and

c. fully tested according to the software test plan.

F IGURE 6 Change list of issues. This in an example of how it is possible to add the JIRA issue macro in a Confluence page in order to have a
list of issues that is populated automatically. Once you have added the macro, you can customize how the list of issues appears on the page,
including how much information to display, how many issues, and so on. It is possible to configure this view through an advanced search that
allows to build structured queries using the JIRA Query Language (JQL) to search for issues and to specify criteria that cannot be defined in the
quick or basic searches.
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Otherwise, the issue can be moved to the CLOSED status or to the REOPENED status according to its final evaluation by the product design

team. If REOPENED, the software change shall be accepted with the same process of the OPEN issues mentioned above.

3.1.7 | Change request not deriving by a problem resolution process

Inputs for software changes may arise not only by a problem resolution need and may come from anyone in the company, from external consul-

tants, subcontractors, and from customers. These inputs shall be reported to the responsible for maintenance process who can initialize the design

and process change request by creating a “software change” issue in SWMA, similarly to the bug issues mentioned in the previous paragraphs.

Software change issues are intended for implementing specific and limited changes aimed to take improvements to the original project in fields

TABLE 3 IEC 62304 requirements related to the problem resolution process.

IEC 62304 clause
mentioning the problem
resolution process Specific points Compliance of the implemented architecture

Software
risk class
(A, B, C).

5.1 Software development

planning

5.1.1 Software

development plan

5.1.9 Software

configuration

management planning

All these activities are managed thanks to a quality management system

(ISO 13485) including planning and maintenance processes. A

responsible is identified for handling problems at each stage of the

software life cycle. All feedback recorded are evaluated to determine

whether a problem exists in the software product, the deliverable or

activities.

The software configuration management information includes that once a

software problem is collected, a new bug issue in JIRA is created.

A, B, C

5.6. Software integration and

integration testing

5.6.8 Use software

problem resolution

PROCESS

The software problem resolution process based on JIRA is applied to the

anomalies found during software system, integration, and integration

testing. The bug issue is reported in a dedicated “change list” that is
periodically reviewed by the quality manager.

B, C

5.7 SOFTWARE SYSTEM

testing

5.7.2 Use software

problem resolution

PROCESS

B, C

6 Software maintenance

process

6.1 Establish software

maintenance plan

6.2.2 Use software

problem resolution

PROCESS

The planned and implemented software problem resolution process

analyzes and solves, through the implemented digital solution, problems

arising after the release of the medical device software addressing

problem reports.

A, B, C

9 Software problem

resolution process

9.1 Prepare PROBLEM

REPORTS

9.2 Investigate the

problem

9.3 Advise relevant

parties

9.4 Use change control

process

9.5 Maintain records

9.6 Analyze problems for

trends

9.7 Verify software

problem resolution

9.8 Test documentation

contents.

Problems detected from different sources and affecting software are

documented as “bug” issues in JIRA.

The responsible for maintenance process investigates the problem and

identify possible causes and a possible software change for the problem

resolution. Each bug issue is evaluated to determine how it affects the

safety and effectiveness of a released software product, according to the

internal risk management procedure. Bug issues are created for actions

needed to correct the problem, or document the rationale for taking no

action.

All relevant parties are informed about the existence of the problem in

released software products and the nature of any available changes

implemented observing the requirements of the change control process.

Records of problems and their resolution are appropriately documented

including their verification.

The bug issue assigns sub-tasks that can be tracked individually and allows

to verify if the problem has been resolved and the problem report has

been closed, adverse trends have been reversed, change requests have

been implemented in the appropriate software products and activities,

and additional problems have been introduced.

Documentation containing test results, anomalies found, the version of

software tested, relevant hardware and software test configurations,

relevant test tools, date tested, and identification of the tester is always

tracked and available.

A, B, C
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such as reliability, architecture, usability, serviceability, or manufacturability. More comprehensive changes requiring a strong revision of the origi-

nal project might also require to be evaluated according to the internal software design and development procedure.

The change request is recorded, and then, if approved, resulting modifications are managed as “software change” issues in Jira.

The software change issue status flow follows the steps of the bug issue reported in Figure 3 and contains the same fields. Similarly, the soft-

ware change issue can be managed through sub-tasks that can be assigned and tracked individually.

3.2 | Requirements' fulfillment

The requirements described in the previous paragraph are mentioned in Clauses 5, 6, 8, and 9 of 62304. Tables 3 and 4 show how the specific

points have been addressed, by the implemented digital solution, for problem resolution and change control, respectively.

It is worth noting that the group has a quality management system that successfully underwent external audits (years

2018-2019-2020-2021-2022) according to UNI EN ISO 13485: 2016 international standard and the 93/42/EEC Medical Device Directive

(MDD). Moreover, the certification for conformity to the new EU MDR has been recently obtained for the developed software medical device

(December 2022).

4 | CONCLUSIONS

The growing number of regulatory requirements that medical devices must comply with leads to the need for automated and digital approaches

to better manage products' development and maintenance processes throughout their life cycle.

TABLE 4 IEC 62304 requirements related to the change request management.

IEC 62304 clause

mentioning the change
request process Specific points Compliance of the implemented architecture

Software risk
class (A, B, C).

6.2 Problem and

modification analysis

6.2.3 Analyze CHANGE

REQUESTS

6.2.4 CHANGE REQUEST

approval

6.2.5 Communicate to

users and regulators

Each change request is reported to the responsible for maintenance

process who initializes the design and process change request by

creating a “software change” issue. Change effect on the

organization, released software products, and systems are analyzed.

The change request is recorded and, if approved, resulting changes can

be managed trough sub-tasks that can be assigned and tracked

individually.

The approved change requests that affect released software products

are identified, so users and regulators are informed about any

consequences of continued unchanged use, the nature of any

available changes and how to obtain and install the changes.

B, C (6.2.3)

A, B, C

(6.2.4-6.2.5)

6.3 Modification

implementation

6.3.1 Use established

PROCESS to implement

modification

6.3.2 Re-release modified

SOFTWARE SYSTEM

Software development and maintenance processes are established and

used, thanks to the developed architecture, to implement the

modifications.

Modifications may be released as part of a full re-release of a software

system or as a modification kit comprising changed software items

and the necessary tools to install the changes as modifications to an

existing software system.

A, B, C

8.2 Change control 8.2.1 Approve CHANGE

REQUESTS

8.2.2 Implement changes

8.2.3 Verify changes

8.2.4 Provide means for

TRACEABILITY of

change

The change is implemented as specified in the change request and

undergoes a testing phase and any activity and verification that

needs to be repeated as a result of the change, including changes to

the software safety classification of software systems and software

items.

Each change request, relevant problem report, and approval of the

change request is ever traced and available thanks to the developed

architecture.

A, B, C

9 Software problem

resolution process

9.4 Use change control

process

All approved and implemented change requests are in accordance with

requirements of the change control process.

A, B, C
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In particular, software medical devices are highly complex and dynamic systems that are affected by a large number of changes and

implementations throughout their life cycle. Each modifications can generate unwanted effects, so it is necessary to verify and test each change

also in relation to the risk analysis and the impact on the entire system.12

It is mandatory that MDSWs provide safety, reliability, and security because failure to comply with these aspects can lead to injury or be fatal.

Manufacturers who can rely on an efficient quality management system can implement procedures that simplify compliance with needed require-

ments and the traceability of relevant processes as risk management, problem resolution and change management. However, the control, manage-

ment, and traceability of the development and maintenance processes can be difficult and expensive tasks.23

To facilitate access to the market of innovative medical device software while ensuring high-level for safety and health, it is necessary to digi-

tize processes and to use tools for interconnection between the people of the company. In this scenario, we proposed a cost-effective and fully

customizable solution for problems' and modifications' management, based on a low-cost commercial platform and implemented in our group, the

developed approach can help manufacturers/groups to navigate the complex regulatory network and to manage life cycle processes for the safe

development and maintenance of a medical device software.

In particular, the architecture solution, based on the commercial tool, was described addressing reference medical devices requirements both

in terms of problem resolution and change control representing crucial aspects for performance, safety, or regulatory clearance of a medical

device as mentioned in the IEC 62304 standard.

Our solution presents high degree of customization and configurability that can be exploited inside an organization by internal expertise and

know-how. Furthermore, our solution allows the needed integration of documentation control with implementation, versioning, modification pro-

cesses, and compliance with standards throughout the whole life cycle of the product. In addition, the implemented approach allows to manage

projects across a team from planning to execution with organized workflows, task and access tracking, and integrated documentation

management.

It is worth noting that the presented architecture can be useful for manufacturers to establish software maintenance plans that include activi-

ties and tasks for analyzing and resolving problems arising before or after the release of the medical device software.

Efficient solutions that are economically and operatively sustainable are needed. Control cannot become more challenging than development

itself, it must be a smart and agile tool to aid manufacturers and developers in ensuring effectiveness of the medical device and safety of users.

In this scenario, our approach is based on the management of the maintenance processes of MDSWs in favor of quality and safety in an effi-

cient and digital way to simplify procedures and facilitate control by the regulatory bodies, guaranteeing reliability through compliance to

standards.
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