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Abstract. The adaptation of user interfaces for people with special needs is a promising approach in order 

to enable their access to digital services. Model-based user interfaces provide a useful approach for this 

purpose since they allow tailoring final user interfaces with a high degree of flexibility. This paper 

describes a system called Adaptation Integration System aimed at providing Cameleon Reference 

Framework model-based tools with a mechanism to integrate adaptation rules in the development process. 

Thus, more accessible user tailored interfaces can be automatically generated. The services provided by 

the system can be applied at both design time and runtime. At design time, a user interface can be tailored 

at any abstraction level in the development process. At runtime, changes in the context of use trigger the 

adaptation process. Adaptation rules are stored in a repository tagged with meta-information useful for 

the adaptation process, such as the granularity of the adaptations and the abstraction level. As case 

studies, two applications have been developed using the services provided by the system. One of them 

exploits the benefits at design time whereas the other application is devoted to describe the adaptation 

process at runtime. The results obtained in these two scenarios demonstrate the viability and potential of 

the Adaption Integration System since even inexperienced designers may efficiently produce accessible 

user interfaces.   
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1   Introduction 

People with disabilities usually find barriers to interact with digital services because the user 

interfaces for these services are not adequately adapted to their needs. Designers usually claim 

their lack of knowledge of accessibility techniques as well as the high cost in terms of time and 

effort of developing accessible user interfaces as the main reasons for this situation. In addition, 

it is not always possible to provide a single user interface satisfying the needs of all users. 

Consequently, conscious designers have to deal with different versions of interfaces each one 

tailored to one group of users.  



Development of context-aware accessible user interfaces is even more complex. User interfaces 

accessible for a particular user in a specific context may not be accessible in other contexts for 

this same user. For instance, a person with mild deafness watching a video on the web in a silent 

environment does not have accessibility problems. But when this person moves to a noisy 

environment she may experience accessibility barriers to get to the video content. 

In order to enhance user interface accessibility, this paper presents a user interface development 

process devoted to incorporating adaptation rules for people with special needs. A system called 

Adaptation Integration System has been developed to support this process. It facilitates the 

integration of adaptation rules into user interfaces in any of the abstraction levels of the 

Cameleon Reference Framework [1]. The adaptation rules can be applied in both design and 

runtime scenarios. Therefore, the Adaptation Integration System supports designers using 

model-based user interface (MBUI) tools in the process of integrating accessibility requirements 

at design time and enables the development of context-aware accessible user interfaces at 

runtime. This system is connected to an adaptation repository, which stores and provides the 

different adaptation rules to apply depending on certain parameters. These adaptation rules 

conform to a comprehensive design space based on four dimensions: user disability, abstraction 

level, granularity level, and adaptation type. The system has been used for the development of 

two applications. 

The rest of the paper is organized as follows: Section 2 analyses the related work; subsequently, 

Section 3 describes our approach to the development of the Adaptation Integration System, the 

system design and the architecture proposed and the implemented Adaptation Repository; 

Section 4 shows how the approach can be applied through two applications; and finally, 

conclusions and future work are drawn in Section 5. 

2   Related Work 

Some systems are devoted to automatically providing adequate user interfaces to users with 

special needs. Supple [2], for instance, automatically generates user interfaces adapted to users 

devices, tasks, preferences and abilities, where the interface generation is defined by the authors 

as a discrete constrained optimization problem. Another example is the Egoki system [3], an 

adaptive system for automatically generating accessible user interfaces for ubiquitous services. 

It focuses on the selection of suitable multimedia interaction resources (text, image, video, 

audio, etc.) for each user interface element considering the specific needs of each user. 

Nevertheless, none of these systems supports changes depending on the context of use.  

Among the various context-aware systems, Bongartz et al. (2012) [4] propose a system 

supporting context-aware adaptive user interfaces in work environments. They generate 

graphical, vocal or multimodal user interfaces depending on the type of task the user is 



performing and the current context of use. They follow a model-based approach to generating 

the user interfaces. However, they do not provide specific support for people with special needs. 

Even though multimodal user interfaces can be beneficial for people with disabilities, they are 

not always enough to meet all their requirements. Daniel et al. (2008) [5] propose the 

Bellerofonte Framework aiming at enhancing the adaptation process of adaptive web 

applications. To this end, the authors define a language decoupled from the application logic 

based on the Event-Condition-Action (ECA) paradigm. It allows implementing an engine for 

processing and applying the adaptation rules. However, this framework is totally focused on 

context properties and it does not consider explicitly adaptation rules for providing support to 

people with special needs. In addition, this approach is only devoted to web user interfaces 

whereas our approach is independent of the final user interface implementation language. 

Finally, there are some other systems that consider both accessible user interfaces and context-

aware user interfaces. Stephanidis (2001) [6] discusses the importance of using adaptation 

techniques to Universal Access in Human-Computer Interaction (HCI) as well as the 

consideration of the users’ context. Moreover, he proposes a development methodology to cope 

with the diversity of target groups, tasks and environments of use. This methodology entails 

defining a single user interface specification by means of abstract constructors to fit all users 

categories. In this way, different accessible versions of user interfaces can be produced both at 

design time and at runtime. Despite following a similar approach, our proposal is focused on 

providing support to MBUI tools, emerged in the last decade, at different steps of the 

development process. Thus, model-based designers can benefit from our system independently 

their target users, context and the step of the process they are.  

Yang and Shao (2007) [7] propose an approach to applying content adaptations to Web-based 

systems. They use a dynamic adaptation strategy to select the adaptation rules to apply, which is 

automatically modified when a change in the user context occurs. The adaptation rules take into 

consideration the user context including parameters associated with disabilities. Thus, they 

provide an alternative content format when required and rearrange the layout to be suited for 

different user devices. By contrast, the Adaptation Integration System enables the provision of 

accessibility-related and context-sensitive adaptation rules to other developers using the 

Cameleon Reference Framework. In this way, user interfaces can be tailored at any step of the 

development process. In addition, rather than identifying the interaction elements as atomic 

elements, as the proposal of Yang and Shao does, the Adaptation Integration System considers 

different granularity levels. This allows carrying out a more flexible transformation process. 

Finally, despite their proposal being flexible to include more context parameters, currently, it 

only considers four different types of disabilities: blind, weak-sighted, deaf and weak-hearing. 

Conversely, while the Adaptation Integration System deals with a wider range of disabilities 

from its design being able to relate adaptation rules to any disability.  



Quade et al. (2010)  [8] propose a model-based approach to exploiting a user model with a 

system model at runtime. By performing this simulation, they dynamically evaluate the 

adaptation quality for users with disabilities. Then, if usability problems are detected the user 

interface is automatically updated. In addition, in future work it is expected the consideration of 

the user context. By contrary, the Adaptation Integration System proposes the building of a 

repository, which enables not only adaptations at runtime, but also at design time. 

Consequently, these adaptations are provided to other systems to benefit from them both in the 

early steps of their design processes and at runtime by using the Adaptation Integration System. 

The MyUI infrastructure [9] [10] generates individualized user interfaces and performs 

adaptations depending on diverse user needs, devices and environmental conditions at runtime. 

It also provides a repository with the available adaptation rules based on design patterns. Each 

pattern is linked to a reusable software component and associated with a specific source code 

representation. The CakePHP framework [11] must be followed in order to be compatible with 

their infrastructure. In contrast, our system describes the adaptation rules in a self-explanatory 

way using the Advanced Adaptation Logic Description Language (AAL-DL) [12] without any 

additional implementation effort. In addition, it is not restricted to any programming language, 

since the Cameleon Reference Framework [1] approach is compatible with almost any final 

implementation language. Moreover, the possibility of including accessibility requirements in 

the first steps of the development process avoids possible design problems in the final steps as 

described in Miñón et al. (2014) [13].  

The Global Public Inclusive Infrastructure (GPII), proposed by Vanderheiden and Treviranus 

(2011) [14], also considers accessibility and context-aware user interfaces. GPII is an 

infrastructure aimed at providing access to technology for making the development, 

identification, delivery, and use easier, less expensive, and more effective. The authors explain 

that GPII has been designed for automatically providing disabled users with solutions able to 

enhance their interaction with different public services. For instance, someone needing to access 

an inaccessible service, in a specific moment and in a concrete place can obtain an accessible 

interface from GPII. This solution would match user’s requirements with the appropriate user 

interface without negotiating, explaining, qualifying or justifying. To accomplish this process, 

users store their preferences in a local device or in the cloud. Subsequently, they carry out the 

login process wherever they are and GPII provides them with a tailored user interface and the 

required assistive technologies. To this end, GPII proposes a framework to enable developers 

the provision of accessible solutions and a repository to identify assistive technologies. In 

addition, the GPII infrastructure also considers the features of the devices from which users are 

interacting with the public services. In contrast, the system presented in this paper assists 

designers to identifying the most relevant adaptation rules to apply for a given user at service 

design time. In addition, the purpose of the Adaptation Integration System is different. Whereas 



GPPII is an infrastructure for providing the users with existing accessible solutions, the 

Adaptation Integration System is focused on the adaptation of applications built using MBUI 

tools, which can generate implementations adapted to various contexts of use. 

3   Approach 

3.1.   Objective and Rationale 

As previously mentioned, the objective of the proposed system is to allow the integration of 

adaptation rules in the development process of accessible user interfaces when applying MBUI 

tools. Therefore, designers using MBUI tools can produce accessible user interfaces even if they 

lack knowledge about accessibility requirements. To this end, the applied MBUI tools and the 

corresponding User Interface Description Languages (UIDLs) have to support accessibility 

patterns in their semantic. Accessibility requirements are integrated in the process through 

adaptation rules and transferred to the final user interface. 

This system is compatible with the different abstraction levels described in the Cameleon 

Reference Framework [1] (Task & Concepts, Abstract and Concrete) and the integration of 

adaptation rules can be performed at both design and run time. For this purpose, two services 

have been designed to enable MBUI tools to interact with the Adaptation Integration System. In 

this way, any MBUI tool based on the Cameleon Reference Framework will be able to interact 

with the system regardless the technology used. It is worth pointing out that the Adaptation 

Integration System is the responsible for providing the necessary semantics to make the 

developed user interfaces accessible in any of the levels of the Cameleon Reference Framework 

at design time. However, at design time, the designer (or the MBUI tool) is the responsible for 

performing the transferring the semantic from one step to the next one in the development 

process, as it is illustrated in Figure 1 and described in Miñón et al. (2014) [13]. At runtime, the 

MBUI tool is the responsible for transferring the semantic to the user interface.  



 
Fig. 1 Actors responsible for applying each type of transformation at design time. 

The adaptation rules designed for the Adaptation Integration System are able to modify the user 

interface at different granularity levels (Single Element, Group Element, Presentation and 

Application). Additionally, these adaptation rules are compatible with several user disabilities 

and platforms.  

3.2.  System Requirements 

Some requirements have to be addressed in order to interact with the system. These 

requirements vary depending on when the adaptation rules are applied: design time or runtime. 

At design time, as it is highlighted by Gamecho et al. (2013) [15] it is necessary to provide a 

logical description of the user interface in any of the abstraction levels described in the 

Cameleon Reference Framework [1] and the designer of the service must have alternative 

resources (with the same name of the original but with different extension) to meet the 

requirements of some adaptation rules. At runtime, the process is more complex and the model-

based user interface tool needs to meet the following requirements. A similar approach can be 

found at [16]:  

• The application must have been developed following the Cameleon Reference 

Framework [1]. 

• The designer’s tool has to integrate a mechanism to detect changes of context and to 

provide this context to the Adaptation Integration System. The context model proposed 

in the Serenoa project [17] is used to model the context. It describes the user features 

(knowledge, preferences, task, disability and position), the technology used (device, 

connectivity, browser), the environment (position, lighting and noise conditions) and 



the social relationships for representing the parameters of a group (friendship, 

closeness, etc) that the user belongs. 

• A mechanism for providing the correspondent user interface in the abstraction level 

required of the current final user interface to the Adaptation Integration System. 

Depending on the adaptation rules to apply, different abstraction levels can be required.  

• A mechanism to reflect the changes applied at runtime in the final user interface. 

Figure 2 illustrates an example, where the abstraction level required is the concrete. It shows the 

interaction between the designer’s MBUI tool and the Adaptation Integration System at 

runtime. The steps of this interaction are the following: 

• Step 1: The context manager module detects some changes in the user context. 

• Step 2: The contextual events and the correspondent concrete user interface are sent to 

the Adaptation Integration System. In this way, the adaptation rules associated with 

these contextual events and defined for the concrete level are selected and applied by 

the system.  

• Step 3: The system returns the resulting concrete user interface to the Final User 

Interface Generator module of the designer’s MBUI tool. 

• Step 4: Changes are applied to the final user interface based on the new concrete user 

interface.   

 
Fig. 2 Interaction between designer’s MBUI tool and the Adaptation Integration System at runtime. 



3.3.   Design and Architecture 

The starting point of the adaptation process differs according to when it is applied: design time 

and runtime. At design time, the process starts when designers provide the Adaptation 

Integration System with a given user interface specification belonging to any of the levels 

described in the Cameleon Reference Framework [1] as well as a parameter indicating specific 

user disabilities. For this purpose, designers can interact with a remote service that provides a 

list with the disabilities supported by the existing adaptation rules. At runtime, the process starts 

when the context manager detects a meaningful change in the context. 

Figure 3 illustrates the diverse modules implemented in the Adaptation Integration System as 

well as the process followed by the system in both cases. Concretely, the system is composed of 

three main modules that are implemented as Java classes: Request Parser, Adaptation Manager, 

and Adapter. 

3.3.1 Request Parser 
The Request Parser is the module in charge of analysing and parsing the parameters in the 

received query. This module implements two different services: one for receiving queries at 

design time and another one for receiving queries at runtime. At design time, as previously 

indicated, the designer specifies the following parameters: the logical description of a UI, its 

abstraction level, the disabilities to be considered in the adaptation, and the UIDL used by the 

designer (in Figure 3, these parameters are illustrated by the parameter filter). At runtime, the 

current context state is sent automatically to the system, so the user’s disability and other 

required information are obtained from it. In both cases, the acquired information is redirected 

to the Adaptation Manager module. 

 
 



 
Fig. 3 Architecture of the Adaptation Integration System. 

3.3.2 Adaptation Manager 
This module selects the adaptation rules corresponding to the query parameters. The adaptation 

rules are adequately sorted to be applied consistently in order to avoid conflicts among them. 

For this purpose, the Adaptation Manager retrieves the adaptation rules related to the specified 

disability and abstraction level from the Adaptation repository. There is an algorithm for 

ordering the rules based on the granularity level of each one. In order to establish this order 

among the adaptation rules, firstly, adaptation rules designed for the specific disability and the 

abstraction level are selected; afterwards, this selection is filtered considering whether they are 

for design time or for runtime scenarios. Finally, they are sorted considering the granularity 

level. It is possible to define a strategy for applying first the adaptation rules related to larger 

granularity levels. This may be sometimes necessary in order to ensure that all adaptations are 

correctly applied. For instance, if there is a rule changing a group of elements and another one 

changing only one of such elements, the adaption of the specific single element should not be 

hidden by the first rule. 

These adaptation rules are defined in AAL-DL [12], a language designed to be applicable to 

languages consistent with the Cameleon Reference Framework, thus ensuring the compatibility 

with all the abstraction levels. The UML representation of the components of this language is 

shown in Figure 4. For example, we have applied it with user interfaces described in the Model-

based lAnguage foR Interactive Applications (MARIA) [18], which is an engineered notation 

able to model dynamic interactive applications at various abstraction levels. We have used it as 



reference point since its definition is publicly available, it addresses the use of various 

interaction modalities and it is a well‐engineered language that describes all the main aspects 

characterizing interactive applications. So far, we have not encountered any particular issue in 

transforming descriptions from other UIDLs in it. In addition, MARIA supports the abstractions 

of the Cameleon Reference Framework and the necessary semantics to integrate accessibility 

patterns. If a given user interface is not specified in MARIA, a language transformation is 

previously performed. In the same way, after applying all the adaptation rules, the generated 

user interface is transformed from MARIA to the original UIDL.  

 
Fig. 4 Components described in AAL-DL. 

3.3.3 Adapter 
The Adapter module is in charge of sequentially applying the selected adaptation rules and 

language transformations to the logical description of the user interface, as illustrated in Figure 

5. An accessible user interface is obtained as a result for this process. At design time, the 

designer will obtain a tailored user interface that satisfies the specified accessibility 

requirements. Whereas at runtime, the user will be provided with an accessible user interface 

tailored to the user and to the changed context of use.  

 



 
Fig. 5 Flow of the language transformations and the adaptation rules. 

3.4.   Adaptation Repository 

The adaptation repository consists of a compilation of language transformations and adaptation 

rules devoted to people with special needs. It is worth pointing out that the language 

transformations and the adaptation rules are automatically provided by the system, consequently 

situations where the designers insert conflicting rules are minimized. Currently, the developers 

of the Adaptation Integration System are responsible for providing these transformations and 

adaptation rules to the system. Thus, designers do not have to learn neither MARIA syntax nor 

topics related to accessibility. Moreover, there is an XML file describing the meta-information 

related to each element of the repository. This file is necessary for adequately processing the 

elements as well as for selecting and effectively sorting them. The language transformations for 

transforming UIDLs to MARIA require minimum meta-information: the source of the 

transformation and the name of the original UIDL (indicated as a parameter). The adaptation 

rules devoted to people with disabilities require more meta-information. This meta-information 

conforms to the design space for the adaptation rules showed in Figure 6. The main components 

of this design space are the following: 

User Disability. The disability parameter relates each adaptation rule to a particular disability.  

This is due to the fact that since not all the users have the same abilities, tailored user interfaces 

taking their specific disabilities into account satisfy better their needs than a “design for all” 



approach.  In consequence, the Adaptation Integration System is able to adapt user interfaces to 

users’ specific disabilities, if there are adaptation rules in the adaptation repository related to 

these disabilities. At design time, the designer selects the disabilities to be considered in his/her 

logical description of the user interface by interacting with the corresponding service. At 

runtime, the disabilities specified in the context model are matched with the adaptation rules. 

This approach can cause some conflicts, since the disability value of the context model may not 

coincide with the meta-information of the adaptation even if both have the same semantic 

meaning. In consequence, the Adaptation Integration System would not be able to select the 

proper adaptation rules. For instance, if an adaptation rule is related to the term “blindness” and 

the value for the disability parameter of the context model is “blind”, the system is not currently 

able to identify that both terms are related to the same meaning. In next versions, we plan to 

integrate a mechanism for doing a proper semantic matching between these two terms. 

However, this issue goes beyond the scope of this paper.  

In addition, specific rules for multiple impairments can be integrated in the system, tagging the 

rule with the specific disabilities. The only difference is that the designer (at design time) or the 

context model (at runtime) specifies more than one disability and the system selects the 

adaptations rules tagged with those disabilities. 

Abstraction Level. The Cameleon Reference Framework [1] defines four different abstraction 

levels in the model–based user interfaces development process: Task and Domain, Abstract 

User Interface, Concrete User Interface and Final User Interface. The adaptations can be applied 

in any of these different levels at design time excepting at the final user interface level. For 

instance, adaptation rules related to task sequencing should be considered at the Task & Domain 

level, whereas adaptation rules related to some specific user interface modalities have to be 

considered at the concrete user interface level. At runtime, there are two different approaches: 

the adaptation rule can be related to the final user interface level if the changes to apply are 

minimum. However, this approach is not always viable. The final user interfaces can be 

implemented using different languages (HTML, Java, .Net, Android, etc.), but the adaptation 

rules would only work for one of these languages. This approach is suitable for ad-hoc projects 

when the final user interface language is previously defined. However, the research work 

presented in this paper aims to be compatible with the widest variety of systems. Therefore, a 

different approach is applied. It involves obtaining the necessary level of abstraction by means 

of an abstraction process, such as the one described in [1]. The MBUI tools are responsible for 

performing this task. Therefore, the MBUI tool provides the user interface in an appropriate 

level of abstraction in order to apply adaptation rules when a change in the context occurs. The 

results of this adaptation process are reflected in the final user interface. This process has been 

described in subsection 3.2. 



Granularity levels. Adaptation rules can be applied at different granularity levels of the user 

interface: Application, Presentation, Group of Elements and Single Element. This parameter is 

required for sorting adequately the selected adaptation rules. 

Adaptation Type. Tailored user interfaces are adapted at design time by service designers or by 

using a system such as the Adaptation Integration System and are instantiated at runtime. In the 

case of people with special needs, the interfaces are tailored considering the specific disabilities 

of the users. Thus, interfaces are adapted to their special needs. These are the default interfaces 

presented to the user. For instance, a blind user would be provided with a tailored user interface 

with an adequate structure of the headings, with a way to directly access the main content and 

with textual interaction elements.  However, changes in the context of use have to be considered 

in some cases. Therefore, the user interface has to be adaptive in order to adapt to the context 

[19]. For example, when the user is walking the interface may adapt to this situation, or when 

the environment is noisy the audio elements in the interface may get textual. Therefore, context-

aware adaptations are necessary in some cases. They may require changes of user interface 

modality (for instance, from audio to text) when the context changes are triggered. 

 
Fig. 6 Design space of the adaptation rules. 

3.5.   Examples of Adaptation Rules 

As reported in Section 3.3, two classes of elements have been integrated into the repository: 

language transformations and adaptation rules for people with disabilities. The adaptation rules 

devoted to people with disabilities are derived from the analysis of different research works, 

such as the Barrier Walkthrough evaluation method [20]. Adaptation rules devoted to users with 

motor impairments were obtained from Gajos et al. (2010) [2]. Techniques focused on cognitive 

and sensory impairments were collected from Kurniawan et al. (2006) [21], from National 



Institute on Aging and National Library of Medicine [22] and Richards et al. (2004) [23]. 

Finally specific techniques for visual impairments were obtained from Lunn, D. et al. (2008) 

[24]. Conversely, the language transformations for transforming the UIDL can be defined 

analysing each UIDL specification.  

In this section some examples of adaptation rules devoted to people with disabilities are 

presented to provide a better understanding of the approach. Other examples can be found in 

[25]. Table 1 lists the parameters of each adaptation rule described in this subsection and the 

meta-information related according to the design space described before. Figures 7 and 8 

provide some excerpts of code related to Rule 1. Note that the event part of the rule component 

is not considered in adaptation rules devoted to tailored user interfaces. These rules have been 

designed for design time so there is not any context change event triggering the adaptation rule. 

They are directly integrated in the user interface when the designer interacts with the Adaptation 

Integration System at design time. 
Table 1 Parameters of some adaptation rules 

      Attributes 
 
Rules  

Tailored/Adaptive User 
Disability 

Granularity 
Level 

Abstraction 
Level 

1 Tailored UI Blindness Group Abstract UI 
2 Tailored UI Low Vision Single Concrete UI 
3 Tailored UI Colour 

Blindness 
Presentation Concrete UI 

4 Adaptive UI Paraplegia Application Concrete UI 
5 Adaptive UI Low Vision Application Concrete UI 
6 Adaptive UI Parkinson Application Concrete UI 

 
Rule 1 

• Condition: the user is blind and he/she accesses an application with many interaction 

elements. 

• Action: a table of content is created to easily access each interaction element. 

Rule 2 

• Condition: the size of the text of the user interface is smaller than 14 px. and the user 

has low vision. 

• Action: increase the size of the text of the user interface to 14 px. 

Rule 3 

• Condition: the user is colour-blind. 

• Action: change the foreground colour to black and background colour to white. 

Rule 4 

• Event: a wheelchair starts to move. 



• Condition: the user has paraplegia and the user interface is not rendered with the vocal 

modality. 

• Action: the user interface modality is changed to the vocal modality. 

Rule 5 

• Event: the user’s walking speed is increased. 

• Condition: the speed of the user while walking is greater than 3 km/h AND the user has 

low vision AND the modality of the user interface is graphical. 

• Action: the user interface modality is changed to multimodal modality to allow the user 

selecting the most confortable modality for him/her while walking. 

Rule 6 

• Event: the user starts to move. 

• Condition: the user has Parkinson disease AND the user interface is not of the type 

multimodal. 

• Action: the user interface is changed to the multimodal type. 

 

   
Fig. 7 An excerpt of the specification of Adaptation Rule 1’s event and condition elements. The event 

section specifies that the adaptation rule is applied when the user interface is rendered. The condition part 

describes a complex condition containing two elementary conditions. Both elementary conditions have to 

be satisfied to apply the adaptation rule. The first one is satisfied if the user is blind and the second one if 

there are more than four interaction elements enabled in the user interface. 



 
 
Fig. 8 Representation of the action element of the Adaptation Rule 1. If Event and Condition parts are 
satisfied (see Figure 7), the action part creates a container with the value tableOfContentId for the id 
attribute. The aim of this container is to allocate the links for the table of contents. Then, for each element 
of the user interface that represents an interaction element (text_field element, single_choice element, 
multiple_choice element, etc.), a link is generated and inserted in the container previously created. 

4   CASE STUDY   

The objective of this case study is to assess that the Adaptation Integration System is able to 

provide different model-based tools based on the Cameleon Reference Framework with 

adaptation rules dedicated to including accessibility requirements and to support context-

awareness, both at design time and runtime. Consequently, we wanted to consider the following 

hypotheses: 

• The Adaptation Integration System is able to tailor a user interfaces provided by a 

MBUI tool at design time. 

• The Adaptation Integration System is able to receive user interfaces created by using a 

MBUI tool and make them adaptive at runtime.  

• The Adaptation Integration System supports different UIDLs based on the Cameleon 

Reference Framework. 



To this end, two different applications have been developed using different MBUI tools and the 

Adaptation Integration System. For the first application, some adaptation rules are applied at 

design time in order to obtain user-tailored interfaces (Application 1). This application is 

devoted to assessing adaptation during design time at the abstract user interface level and the 

normalization of the UIDL by the use of language transformations. The second application is 

devoted to demonstrating the runtime adaptation (Application 2). It presents an example where 

the modality of the user interface is changed from graphical to vocal, at the concrete user 

interface level.  

4.1.   Application 1: Design Time 

This application supports making appointments with a doctor. The following interaction 

elements had to be included in the application: 

• Medical Number  

• Birth Date 

• Hospital Name  

• Doctor Name 

• Date of the Appointment 

• Time 

• Reason of the appointment 

• Submit Button  

• Confirmation of the Appointment 

The development of the application was performed following a model-based approach. 

SPA4USXML [26], a tool that assists designers integrating accessibility requirements in the 

task and abstract models of the User Interface eXtended Markup Language (UsiXML) [27], was 

used in order to create the abstract user interface. Figure 9 shows a screenshot of the abstract 

user interface created by this tool. It was sent to the Adaptation Integration System indicating 

that this is an abstract user interface and requesting a tailored interface for blind people. The 

adaptation process consists of the following steps:  

• The designer submits the abstract user interface to the Adaptation Integration System.  

• The system detects that the original UIDL is UsiXML and applies the UsiXML to 

MARIA language transformation. 

• Adaptation rules devoted to people with blindness are selected and applied. Figure 10 

shows a screenshot of the result of applying the adaptation rule to the abstract user 

interface. Concretely, one adaptation rule is selected and applied:  



o Adaptation rule related to the WCAG 2.0 2.4.5 success criterion “provide blind 

users with a table of content to access easily the content” (see Rule 1 in 

Subsection 3.5) 

• The MARIA to UsiXML language transformation is applied.  

Afterwards, the designer continues the development process generating the concrete user 

interface. The final user interface will be tailored for people with blindness as the necessary 

accessibility requirements have already been integrated at the abstract level and are supported in 

the concrete user interface.   

 
Fig. 9 Original abstract user interface devoted to making appointments with the doctor. This abstract user 
interface provides four interaction elements of type inputIU to insert a value (Medical Number, Birth Date, 
Date of the Appointment and Reason of the Appointment), two interaction elements of type SelectionIU 
(Hospital Name and Doctor Name) for selecting a value from a set of options, one interaction element of 
type OutputIU for providing feedback to the user when the form is submitted (Confirmation Feedback) and 
one interaction element of type OperationIU for submitting the form (Submit). 



 
Fig. 10 Tailored abstract user interface for appointments with the doctor. This abstract user interface 
represents the original application with a table of content added. The yellow rectangle on the left area of 
the figure represents the table of content inserted after applying the adaptation rules selected, whereas the 
yellow rectangle on the right area of the figure represents the elements of the original application. The 
table of content includes a container including a link targeting to each interaction element of the elements 
of the right area. For instance, on the left area the first navigationUI element is a link identified as 
MedicalNumberLink. This link targets to the first element on the right area corresponding to an element of 
type InputIU identified as MedicalNumber. 

4.2.   Application 2: Runtime 

The second application shows the runtime adaptation. It is an Airport survey application 

implemented in HTML (see Figure 11) built by using MARIA as underlying UIDL. In this 

application, the user interface needed to be adaptive to the context of a person with paraplegia 

using a wheelchair. The elements of the context model used for this application are shown in 

Figure 12. 

As described in the subsection 3.2, the service has to be integrated with a context manager 

system for detecting the relevant changes in the context. In this concrete scenario, the context 

change detected is that the user’s wheelchair starts to move and that his/her disability is 

paraplegia. The process for adapting the user interface was the following: 

• The service provides the correspondent concrete user interface version of the user 

interface (See Figure 13) and the context model states (“the user’s wheelchair starts to 

move” and “the user has paraplegia”) as input parameters for the Adaptation Integration 

System.  



• The Adaptation Integration System identifies one rule to be applied: 

o Change graphical modality to vocal modality (Rule 4 described in Section 3.5) 

• The tailored concrete user interface is generated (see Figure 14) applying the adaptation 

rule to the original concrete user interface. Therefore, vocal interaction elements are 

integrated allowing the user to interact by voice.  

• The original service gets the result and reflects the changes in the final user interface. 

 
Fig. 11 HTML of the Airport Survey Service. 

 

 
Fig. 12 Context Model of the application. 

 



 
Fig. 13 Excerpt of the original concrete user 
interface. 

 

 
Fig. 14 Excerpt of the tailored concrete user 
interface with the vocal modality. 

4.3. Discussion 

Both case studies provided positive feedback. The first case study shows that the SPA4USXML 

tool provided with an abstract user interface described in UsiXML, which was tailored 

considering the needs of blind users. In the second case study, the runtime adaptation is 

illustrated by modifying the modality of a concrete user interface from graphical to vocal.  

Despite having achieved positive feedback, more studies have to be carried out for a complete 

validation. In both case studies only one adaptation rule has been applied. Therefore, the system 

has to support a greater number of adaptation rules to evaluate, and it should be able to detect 

specific situations that can cause conflicts among the adaptation rules. In addition, no problems 

have been found in the transformations at the abstract user interface level from UsiXML to 

MARIA and vice versa. However, more specific tests have to be performed to adequately assess 

the support of the other abstraction levels and to identify whether there is specific semantics that 

cannot be transferred between both UIDLs. 

5   Conclusions and Future Work 

In this paper we presented the Adaptation Integration System aiming at integrating accessibility 

requirements in model-based user interfaces, both at design time and at runtime. Two case 

studies have been described, showing how this approach can support application designers in 

the process of integrating accessibility requirements in a transparent way. As consequence, 

designers inexperienced in the area of accessibility can benefit from such approach, since it does 



not require special accessibility knowledge to apply it. In the same way, both case studies also 

illustrate that it is useful for experienced designers producing accessible interfaces, because it 

decreases the development time necessary for building a user interface tailored to the needs of 

each user type, since designers do not have to implement, manually, each adaptation for each 

group of users. Moreover, the case studies also indicate that model-based context-aware 

applications based on the Cameleon Reference Framework, even not described in MARIA, can 

benefit from the Adaptation Integration System since it ensures the accessibility of adaptive 

user interfaces when there is a change in the context of use. 

The two applications provided in the paper show that the approach works both at design time 

and at runtime and that it is compatible with different model-based tools based on Cameleon 

Reference Framework supporting different UIDLs. 

Future work will be dedicated to improving the Adaptation Integration System in order to:  

• Test the transformations between MARIA and UsiXML at all the abstraction levels of 

the Cameleon Reference Framework and to integrate UIDLs that do not follow this 

framework. Indeed, other UIDLs do not follow the same structure and semantic 

provided by the Cameleon Reference Framework. Therefore, there is not a direct 

mechanism to map the elements among different structures. In order to solve this 

obstacle, it is necessary to identify the semantic of the UIDL elements and to map each 

element to the correspondent element of the Cameleon Reference Framework.  

• Add a new granularity level type called “External” [28]. This granularity level would 

indicate that a given user requires a specific assistive technology for interacting with the 

user interface. Consequently, the adaptation rule would consist in initializing that 

assistive technology provided it had been previously installed. 

• Develop a graphical tool to allow experts to include new language transformations and 

new adaptation rules in the Adaptation Integration System. This approach would need a 

system for checking the correctness of the new rules. In this way, the adaptation 

repository will be globally accessible to enable the community the use of the repository 

by other systems and the inclusion of new adaptation rules. In this version, some 

conflicts can arise when adaptation rules and the context models describe an element 

with the same semantic by means of two different terms. 

• Integrate a semantic matching mechanism into the system for identifying when different 

terms correspond to the same meaning in order to overcome this issue.  
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